Exercício - Herança

**Instruções**

1. Descreva algumas diferenças básicas entre programação estruturada e programação orientada a objetos.

A programação estruturada baseia-se em procedimentos que executam operações em dados. O código é organizado em blocos lógicos que são chamados em sequência, a ênfase está em como fazer as etapas da execução. Os dados geralmente são globais ou passados entre funções. Na programação estruturada reutilizar código exige copiar e adaptar funções. E exemplos de linguagem de programação estruturada são o C e o Pascal.

Na programação orientada a objetos os programas são estruturados em torno de objetos, que são instâncias de classes. O código é organizado em classes que contêm atributos (dados) e métodos (funções). A ênfase está em quem faz os objetos e suas responsabilidades. Os dados são encapsulados dentro dos objetos, o que aumenta a segurança e o controle. Suporta herança, polimorfismo e reutilização de código com mais facilidade. Exemplos de linguagem em programação orientada a objetos são o Java, C++ e Python.

2. Para que um membro de uma classe-base possa ser acessado por membros da classe derivada, eles devem ser:

![Selo Tick1 com preenchimento sólido](data:image/png;base64,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)a) public;

b) protected;

c) private;

d) todas as anteriores.

Os membros devem ser **b)Protected**.

3. Os membros de uma classe-base podem acessar:

a) membros públicos da classe derivada;

b) membros protegidos da classe derivada;
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d) nenhuma das anteriores.

Os membros de uma classe-base **não podem acessar nenhum membro da classe derivada**.

4. Para que serve um construtor e como ele pode ser utilizado? Implemente dois exemplos:

Um construtor serve para inicializarobjetos de uma classe quando eles são criados. Ele é um método especial chamado automaticamente no momento da criação do objeto.

a) um para ser possível fazer 'Classe("POO")'

public class Classe {

private String nome;

public Classe(String nome) {

this.nome = nome;

}

public void exibir() {

System.out.println("Nome: " + nome);

}

public static void main(String[] args) {

Classe obj = new Classe("POO");

obj.exibir();

}

}

b) e outro para ser possível fazer 'Classe("POO", 30)'

public class Classe {

private String nome;

private int idade;

public Classe(String nome, int idade) {

this.nome = nome;

this.idade = idade;

}

public void exibir() {

System.out.println("Nome: " + nome);

System.out.println("Idade: " + idade);

}

public static void main(String[] args) {

Classe obj = new Classe("POO", 30);

obj.exibir();

}

}

5. Crie uma classe calculadora. Esta classe deve ser abstrata e implementar as operações básicas (soma, subtração, divisão e multiplicação). Utilizando o conceito de herança crie uma classe chamada calculadora cientifica que implementa os seguintes cálculos: raiz quadrada e a potência. Dica utilize a classe Math do pacote java.lang.

public abstract class Calculadora {

public double somar(double a, double b) {

return a + b;

}

public double subtrair(double a, double b) {

return a - b;

}

public double multiplicar(double a, double b) {

return a \* b;

}

public double dividir(double a, double b) {

if (b == 0) {

throw new ArithmeticException("Divisão por zero não permitida.");

}

return a / b;

}

}

public class CalculadoraCientifica extends Calculadora {

public double raizQuadrada(double valor) {

if (valor < 0) {

throw new ArithmeticException("Não é possível calcular raiz quadrada de número negativo.");

}

return Math.sqrt(valor);

}

public double potencia(double base, double expoente) {

return Math.pow(base, expoente);

}

}

public class Main {

public static void main(String[] args) {

CalculadoraCientifica calc = new CalculadoraCientifica();

System.out.println("Soma: " + calc.somar(10, 5));

System.out.println("Subtração: " + calc.subtrair(10, 5));

System.out.println("Multiplicação: " + calc.multiplicar(10, 5));

System.out.println("Divisão: " + calc.dividir(10, 5));

System.out.println("Raiz quadrada de 25: " + calc.raizQuadrada(25));

System.out.println("2 elevado a 3: " + calc.potencia(2, 3));

}

}

6. Crie uma classe chamada Empresa capaz de armazenar os dados de uma empresa (Nome, Endereço, Cidade, Estado, CEP e Fone). Inclua um construtor sem argumentos e um que receba os dados como argumentos e os inicialize. Escreva duas funções, uma para fazer a interface com o usuário da entrada de dados, Get(), e outra para imprimir os dados, Print().

Use a classe Empresa como base para criar a classe Restaurante. Inclua o tipo de comida, o preço médio de um prato, duas funções construtoras, a interface de entrada de dados, Get(), e a função que imprima os dados, Print(). Construa um programa para testar a classe Restaurante.

import java.util.Scanner;

public class Empresa {

protected String nome;

protected String endereco;

protected String cidade;

protected String estado;

protected String cep;

protected String fone;

// Construtor sem argumentos

public Empresa() {

}

// Construtor com argumentos

public Empresa(String nome, String endereco, String cidade, String estado, String cep, String fone) {

this.nome = nome;

this.endereco = endereco;

this.cidade = cidade;

this.estado = estado;

this.cep = cep;

this.fone = fone;

}

public void get() {

Scanner sc = new Scanner(System.in);

System.out.print("Nome: ");

nome = sc.nextLine();

System.out.print("Endereço: ");

endereco = sc.nextLine();

System.out.print("Cidade: ");

cidade = sc.nextLine();

System.out.print("Estado: ");

estado = sc.nextLine();

System.out.print("CEP: ");

cep = sc.nextLine();

System.out.print("Fone: ");

fone = sc.nextLine();

}

public void print() {

System.out.println("---- Dados da Empresa ----");

System.out.println("Nome: " + nome);

System.out.println("Endereço: " + endereco);

System.out.println("Cidade: " + cidade);

System.out.println("Estado: " + estado);

System.out.println("CEP: " + cep);

System.out.println("Fone: " + fone);

}

}

public class Restaurante extends Empresa {

private String tipoComida;

private double precoMedio;

// Construtor sem argumentos

public Restaurante() {

super();

}

// Construtor com argumentos

public Restaurante(String nome, String endereco, String cidade, String estado, String cep, String fone, String tipoComida, double precoMedio) {

super(nome, endereco, cidade, estado, cep, fone);

this.tipoComida = tipoComida;

this.precoMedio = precoMedio;

}

@Override

public void get() {

super.get();

Scanner sc = new Scanner(System.in);

System.out.print("Tipo de comida: ");

tipoComida = sc.nextLine();

System.out.print("Preço médio: ");

precoMedio = sc.nextDouble();

}

@Override

public void print() {

super.print();

System.out.println("Tipo de Comida: " + tipoComida);

System.out.println("Preço Médio: R$ " + precoMedio);

}

}

public class Main {

public static void main(String[] args) {

Restaurante r = new Restaurante();

System.out.println("Insira os dados do restaurante:");

r.get();

System.out.println("\nInformações cadastradas:");

r.print();

}

}

7. Siga as instruções abaixo:

a) Implemente uma classe abstrata chamada **Forma**

Nesta classe, declare dois métodos abstratos:

Float calcularArea();

Float calcularPerimetro();

public abstract class Forma {

public abstract float calcularArea();

public abstract float calcularPerimetro();

}

b) Crie uma subclasse de Forma chamada Retângulo

A classe Retângulo deve ter dois atributos: lado e altura, ambos do tipo float.

Implemente os métodos herdados de Forma para calcular a área e o perímetro:

Área: lado \* altura

Perímetro: 2 \* (lado + altura).

public class Retangulo extends Forma {

protected float lado;

protected float altura;

public Retangulo(float lado, float altura) {

this.lado = lado;

this.altura = altura;

}

@Override

public float calcularArea() {

return lado \* altura;

}

@Override

public float calcularPerimetro() {

return 2 \* (lado + altura);

}

}

c) Crie uma subclasse de Forma chamada Circulo

A classe Circulo deve ter um atributo raio do tipo float.

Implemente os métodos herdados de Forma para calcular a área e o perímetro:

Área: Math.PI \* raio \* raio

Perímetro: 2 \* Math.PI \* raio.

public class Circulo extends Forma {

private float raio;

public Circulo(float raio) {

this.raio = raio;

}

@Override

public float calcularArea() {

return (float)(Math.PI \* raio \* raio);

}

@Override

public float calcularPerimetro() {

return (float)(2 \* Math.PI \* raio);

}

}

d) Crie uma subclasse de Retângulo chamada Quadrado

A classe Quadrado deve ser uma especialização de Retângulo, onde lado e altura têm o mesmo valor (ou seja, o lado do quadrado).

Para isso, o construtor de Quadrado deve apenas receber um valor para o lado e chamar o construtor de Retângulo com o mesmo valor para lado e altura.

public class Quadrado extends Retangulo {

public Quadrado(float lado) {

super(lado, lado);

}

}

e) Crie um programa de teste

Declare um array de Forma com 5 elementos. Nesse array, você deve armazenar instâncias de Retângulo, Circulo e Quadrado em uma ordem aleatória.

Para gerar números aleatórios, crie uma instância da classe Random (presente na biblioteca java.util).

Utilize o método nextInt(n), obtido através da classe Random, para gerar um número inteiro aleatório entre 0 e n.

Implemente um laço (loop) que percorra o array e, para cada objeto guardado, chame os métodos calcularArea e calcularPerimetro para exibir a área e o perímetro de cada forma.

import java.util.Random;

public class Main {

public static void main(String[] args) {

Forma[] formas = new Forma[5];

Random random = new Random();

for (int i = 0; i < formas.length; i++) {

int tipo = random.nextInt(3); // 0 = Retângulo, 1 = Círculo, 2 = Quadrado

switch (tipo) {

case 0:

float lado = random.nextFloat(10) + 1; // de 1 a 10

float altura = random.nextFloat(10) + 1;

formas[i] = new Retangulo(lado, altura);

System.out.println("Forma " + i + ": Retângulo");

break;

case 1:

float raio = random.nextFloat(10) + 1;

formas[i] = new Circulo(raio);

System.out.println("Forma " + i + ": Círculo");

break;

case 2:

float ladoQuadrado = random.nextFloat(10) + 1;

formas[i] = new Quadrado(ladoQuadrado);

System.out.println("Forma " + i + ": Quadrado");

break;

}

float area = formas[i].calcularArea();

float perimetro = formas[i].calcularPerimetro();

System.out.printf("Área: %.2f\n", area);

System.out.printf("Perímetro: %.2f\n\n", perimetro);

}

}

}